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Abstract:

Preventing the installation and execution of unauthorized software should be a high priority for any IT security conscious organization. Allowing users to install or execute unauthorized software can expose an organization to a variety of security and legal risks, not to mention the burden of increased support costs. This paper will compare and contrast a variety of techniques for detecting and preventing unauthorized code.

About the Author:

Brien M. Posey, MCSE, is a six time Microsoft Most Valuable Professional for his work with Windows Server, IIS, Microsoft Exchange Server, and File System Storage. Brien is a freelance technical author with over 4,000 technical articles to his credit. He has also written or contributed material to over three dozen books. As a freelance technical writer, Brien has written for Microsoft, TechTarget, Windows IT Professional, CNET, ZDNet, MSD2D, Relevant Technologies, and other leading technology companies.

Prior to becoming a freelance author, Brien has served as CIO for a nationwide chain of hospitals and was once a network administrator for the Department of Defense at Fort Knox. You can contact Brien by e-mail at Brien@brienposey.com
# Contents

Introduction........................................................................................................................................3
What Does it Mean to Be Locked Down?..........................................................................................3
The Importance of Locking Down Workstations...............................................................................3
The Challenges of Locking Down Workstations................................................................................5
Requirements for Desktop Lockdown..................................................................................................5
Comparison of Solutions Against Requirements..............................................................................6
User Rights Restrictions....................................................................................................................6
Group Policy Objects and Software Restriction Policies.................................................................7
Certificate Rules....................................................................................................................................9
Hash Rules...........................................................................................................................................9
Path Rules...........................................................................................................................................10
Network Zone Rules...........................................................................................................................10
Windows 7 and AppLocker.................................................................................................................12
Final Thoughts on Software Restriction Policies and Windows 7 AppLocker...............................13
The Windows Terminal Services..........................................................................................................14
The File System Resource Manager.................................................................................................15
Preventing Device Installation...........................................................................................................17
Trusted Software Approval ..............................................................................................................18
Conclusion / Recommendations..........................................................................................................20
Introduction:

Over the last several years, IT security and efficiency have become huge concerns for almost every corporation. In spite of the vast resources that many companies dedicate to IT, it sometimes seems that workstation-level management takes a backseat to server management. Although I’m not questioning the need for top-notch server controls, neglecting the controls over your workstations can have disastrous consequences. In this paper, I will discuss the importance of locking down workstations. I will then compare and contrast various techniques and mechanisms used for locking down workstations.

What Does it Mean to be Locked Down?

Locking down a desktop can mean a lot of different things. Entire books have been written on the subject of workstation hardening. For the purpose of this white paper, I’m going to refer to a desktop computer as being locked down if it is configured in such a manner that prevents unauthorized applications from being installed or executed.

The Importance of Locking Down Workstations

It is important to lock down workstations for a variety of business and technical reasons. The strange thing is that a business’s needs and the needs of the IT department are often one and the same, but for different reasons. A perfect example of this is the fact that an unauthorized piece of software has the potential to affect system stability.

When the IT department comes up with an approved configuration for desktop machines, the configuration includes a set of applications that are compatible with each other, but that also meet the company’s business needs. The approved configuration will also likely include a set of drivers and system services that are proven to be stable.

If a user were to install some random piece of software onto a system that is running a carefully planned and tested configuration, that piece of software may or may not have compatibility issues with the existing configuration. For example, the new application could potentially overwrite critical DLL files or registry entries. These types of activities could result in system stability problems, or in a full-fledged system crash.

If the new application did cause problems, the user will no doubt place a call to the helpdesk. This is where business goals and IT goals meet. One of the company’s goals should be to minimize calls to the helpdesk. From a business perspective, helpdesk calls cost money. If the user is having a problem and has to call the helpdesk, it means that the user’s computer is not performing adequately enough for the user to do his or her job. This means lost productivity.
Just as reducing helpdesk calls is good for the organization from a business standpoint, the IT staff usually also wants to minimize helpdesk calls. Typically, IT personnel are overburdened as it is, and helpdesk calls often mean that someone from the IT staff has to stop working on something else and tend to the user’s self-inflicted problem.

This leads us to another reason why it is important to lock down workstations. When the person from the helpdesk goes to assist the user who is having problems, they have certain assumptions about the state of the system. They are assuming that the system is running the company’s approved configuration, which has been thoroughly tested and proven to be stable. The end user is unlikely to admit to installing an unauthorized application. They may even try to cover their tracks by removing the applications, but the DLL files or registry keys that initially led to the user’s problems may remain even after the unauthorized application is uninstalled. Since the technician from the helpdesk does not know that this application ever existed, they will likely waste time troubleshooting other areas of the system.

Other reasons for locking down workstations involve mitigating security risks. In my last example, I assumed that the end user installed a benign application. However, many seemingly innocent applications, especially free ones downloaded from the Internet, tend to carry undesirable payloads.

If a workstation is not locked down, then there is absolutely nothing stopping a user from installing an application that contains spyware, a Trojan, a keystroke logger, a virus, a root kit, or some other form of malware. If a user were to install an infected application, the consequences could be disastrous. For example, the user could accidentally introduce a virus or spyware infection that spreads to every machine in the entire company. If the application happens to contain a Trojan, then sensitive information, such as the user’s password or the contents of every e-mail message that the user sends, could be made public.

Here is another reason why it is imperative that you lock down desktop computers. Publicly traded companies and companies within certain industries are required to comply with various federal regulations (Sarbanes-Oxley, HIPAA, etc.). These regulations outline the ways in which computers must be secured. Failure to adhere to such regulations can result in large fines or even in criminal charges.

Even if your company is not subject to any of these types of regulations, it is still important to take security seriously. Some states have laws requiring companies to publicly disclose any security breach in which customer information was exposed. At best this type of bad publicity will cost your company a few customers. At worst, your organization could become a target for civil litigation.

One last reason why it is so important to control the software that is installed on your workstations is because of software licensing laws. The workstations belong to the company, so therefore the company is responsible for their contents. If a user were to install a piece of unauthorized software, the company is technically in violation of various copyright laws because the company does not own a license for that software. If the company’s software were ever to be audited, the company would likely receive a hefty fine, even though the IT staff is unaware of the offending application(s).
The Challenges of Locking Down Desktops

As important as it is to lock down your company’s desktops, the task is actually quite challenging. One challenge has to do with the distributed nature of workstations. In most organizations, the IT department is already overburdened, and it would be extremely impractical to expect the IT staff to manually configure a software restriction mechanism individually on each workstation.

On top of that, Windows networks, by their very nature, are constantly changing. What this means is that the software restrictions that you implement today are probably going to be insufficient for tomorrow. For example, even if you were somehow able to block all of the software that you have not specifically approved, your policy would quickly become outdated because software vendors frequently release patches for their applications.

One final issue that complicates workstation lockdown is the fact that the Windows operating system is not really designed to accommodate such an endeavor. Yes, there are pieces of the Windows operating system that are designed to prevent unauthorized software from being executed. Even so, these various mechanisms can be difficult to use and tend to be impractical for reasons that I will talk about later on.

Requirements for Desktop Lockdown

There are lots of ways that you can prevent unauthorized software from being installed or executed on users’ workstations. The problem with many of these methods, however, is that they are simply not practical. Some methods place far too heavy of a burden on the IT department in terms of the required workload. Other methods may be too costly, or are too easily circumvented by the end users. In this section, I want to discuss the criteria that would make a workstation lockdown solution practical.

The first criteria of a practical desktop lockdown solution is that it must be flexible. After all, there is nothing static about a corporate network. As business needs change, software requirements will likely also change. A desktop lockdown solution needs to be flexible enough that it can be easily configured to support new applications and patches for new versions of existing applications. The solution should also be adaptable to any new security policies, procedures, or workflow requirements. Because time is sometimes of the essence in regard to some IT projects, a solution needs to be simple enough and flexible enough to support ad hoc requests without overburdening the already busy IT staff.

A second criteria is that a desktop lockdown solution must be secure. I know that it’s strange to say that a security solution must be secure, but it’s the truth. Some desktop lockdown solutions can be circumvented by end users far too easily. For example, one of the solutions that I will talk about later determines whether or not a piece of software is allowed to run by looking at its installation path. If a user were to install a restricted piece of software to a different path, then the restriction would be completely circumvented. Therefore, that is not a good solution. A good solution is a solution that works regardless of whether or not a user changes paths, renames a file, modifies a file, etc.
My third criteria for an effective desktop lockdown solution is that it needs to have a good management interface. The management interface should be able to analyze executable files across your organization and group those files in a logical manner. Likewise, the solution should be able to produce reports regarding executable files and their locations. Ideally, I think that you should be able to restrict files from within the management interface as you go through the list of executable files in your organization.

My fourth requirement for a desktop lockdown solution to be considered practical is that it needs to be automated. Obviously any solution, no matter how good it is, is going to require some initial configuration. You are going to have to decide which programs should and should not be restricted. There’s really no getting around that. Once you arrive at which executables exist on your network and you have decided what you do and don’t want to allow, the software should be automated from that point on. You should have the option of configuring the software so that any new executables that happen to show up are automatically restricted and brought to your attention for possible approval.

Comparison of Solutions Against Requirements

Now that I’ve discussed the various requirements for a practical method of preventing unauthorized software from being installed on your workstations, I want to take a look at some of the solutions that are currently available. As I do, I’ll discuss both the merits and shortcomings of each solution.

User Rights Restrictions

One of the first approaches that many administrators take in securing workstations is to set the NTFS permissions on the workstation’s hard drive so that users have only the minimum necessary set of permissions. Although it is always a good idea to give users only the minimum necessary set of permissions, this technique by itself is completely ineffective in regard to preventing users from installing or executing unauthorized software.

One major issue with relying solely on user rights restrictions is that a user has to have rights to their profile directory. A profile directory stores a user’s documents and all of their user-specific application settings. Since a profile is a required part of Windows, and a user has to have rights to their profile directory, a user could place an executable file into their profile directory and run it from there. There are workarounds for some of the profile-related security issues though. For example, you could redirect a profile so that it is stored on a server rather than on each individual workstation. Once the profile folders have been redirected, there are other utilities that I will talk about later that can search profile folders for unauthorized executables.

Another option is to implement mandatory profiles. Mandatory profiles are designed so that any changes that a user makes to their profile directory are automatically overwritten with a clean and pristine copy of an approved profile when a user logs off.

Even using profile redirection or mandatory profiles will not completely prevent users from running unauthorized software though. The reason is because regardless of where a profile is located, a user must still have write permissions to it in order for applications to function correctly. In the case of a
mandatory profile, a user can write to a local copy of the mandatory profile, and that copy is later overwritten by a clean copy of the mandatory profile when the user logs out. While a user is logged in though, they have write access to their profile directory.

To see why this is a problem, think about the way that Internet Explorer works. When a user visits a Web page, the contents of that page (HTML code, images, etc.) are downloaded to a cache directory. If a user happened to visit a malicious Web page, any malware that might exist on the page is also written to the cache directory, where it would then be executed. If the user had a mandatory profile, the contents of the profile directory may eventually be overwritten, but by that time the damage may already be done.

This is just one example of why limiting a user’s permissions over the workstation’s hard drive does not guarantee that the user will not be able to run unauthorized code. Even if you could completely lock down workstations in this way, you would likely impact the users’ ability to do their jobs. For example, without sufficient permissions, a user would not even be able to install a print driver. Likewise, some applications will not even run without an elevated set of permissions.

One more reason why adjusting NTFS permissions alone isn’t a good desktop lockdown solution is because there is no central way of managing the permissions. Microsoft does not offer a built-in console that allows you to set NTFS permissions across all of your workstations. Even if they did, performing blanket lockdowns at the NTFS level could make it difficult to install new applications or software patches.

**Group Policy Objects and Software Restriction Policies**

For computers that are attached to Windows Server 2003 or Windows Server 2008 domains, the primary mechanisms for locking down workstations are group policies. Group policies are a collection of security settings (called group policy objects or GPOs) that can be applied to either all of or a subset of the computers in a domain.

Group policies can be quite large and can cover a wide variety of security-related settings. The group policy objects that are of the most interest from a desktop lockdown standpoint are the software restriction policies.

Software restriction policies are made up of a collection of rules. There are two primary components to a rule: a scope and a security level. A rule’s scope defines to what the rule applies. For example, if you look at the sample rule, shown in Figure A, you can see that the scope in this case is a registry path.
Figure A

A rule is made up of a scope and a security level.

The security level portion of the rule allows you to control whether or not applications within the defined scope are allowed to execute. For example, if you wanted to ban Real Player, you would set up a rule that defines Real Player’s characteristics, and then you would set the rule’s status to Disallowed. In Windows Server 2003, a security level could be set to either Disallowed or Unrestricted. In Windows Server 2008, a third security level called Basic User was added. This security level allows users to execute applications, but they must do so without administrative permissions.

There are four different techniques that you can use to define a scope for a rule. Each of these techniques has its own strengths and weaknesses. Rule scopes can be defined by using certificate, hash, path, and network zone rules.

Before I begin discussing the various rule types, you might be wondering why there are four different types of application definitions. The primary reason why there are four different types of rules is because no one rule will work for all applications. Another reason why there are four different types of rules is because each type has its strengths and weaknesses. Some rules are easier for users to circumvent than others. Therefore when creating a software restriction policy, you must consider not only which rules will be compatible with the applications that you’re trying to restrict, but also which rules will be the least likely to be circumvented by your end users. Multiple rules of varying types are usually required for locking down desktops.
Certificate Rules

Certificate rules are probably the most secure of the various rule types. The idea behind certificate rules is that many companies digitally sign the code they publish. A certificate rule allows you to permit or restrict code based on the signature. An application’s signature positively identifies the application’s publisher. This means that you can use certificate rules to allow or disallow applications based on who published them. For example, you could create a certificate rule that allows any code signed by Microsoft to run. Windows even goes so far as to check certificate revocation lists to verify that an application’s certificate is still valid.

Although certificate rules tend to be effective, there are two problems with them. First, many software publishers still do not sign their code. This means that in many cases, using certificate rules isn’t going to be an option.

The other problem is that software publishers who do sign their code tend to use the same certificate for each application. This means that if you create a certificate rule that allows a specific application to run, then you are most likely also allowing other applications from the application’s publisher to run as well.

Hash Rules

Hash rules allow you to permit or restrict an application based on its hash. A hash is created by applying a mathematical formula to a file. This means that every executable file has a unique hash that can be used to identify the file.

The primary advantage to using hash rules is that they are difficult to circumvent. A hash rule will positively identify an executable file regardless of the file’s location. Even if a user renames a file, it will not change the file’s hash.

While hash rules can be very effective, there are some major drawbacks to using them. First, an organization may use thousands of different executable files. Creating hash rules for each of these files can be extremely time consuming. It can also be difficult to manage large numbers of hash rules, and creating an excessive number of commonly causes Windows performance problems.

Perhaps the biggest disadvantage to using hash rules is that if a file is modified, its hash changes and any rules that were based on the previous hash no longer apply. A few years ago, this wasn’t a major issue. Organizations really only had to worry about hash changes when upgrading to a new version of an application. Today though, it is common practice for software publishers to frequently release patches for their products. Patches almost always overwrite the previous code, thereby rendering any existing hash rules that were based on the previous code obsolete.
Path Rules

Path rules can be extremely powerful, but their downfall is that they are difficult to implement effectively. The basic idea behind a path rule is that you can prevent applications located in a certain path from executing. For example, suppose that you found out that one of your users had Microsoft Flight Simulator installed on a workstation. Microsoft Flight Simulator installs to the C:\Program Files\Microsoft Games folder by default. You could therefore create a path rule that prevents any application in C:\Program Files\Microsoft Games\ or in any of its subfolders from executing.

There are a couple of problems with this type of path rule though. First, the Program Files folder typically exists at C:\Program Files, but the folder could potentially be redirected to a different location on some users’ systems. To get around this issue, you will need to use the %programfiles% environment variables in place of an absolute path. The %programfiles% environment variable points to the Program Files folder regardless of its location. Therefore it’s best to specify the path like this:
%programfiles%\Microsoft Games\%

Another problem with path rules is that most applications are designed to be installed to the %programfiles% folder by default, but can easily be installed to a custom location instead. Therefore, if a user wanted to circumvent a path rule, all they would have to do is to install the unauthorized application to an alternate location. For example, if you created a path rule to block %programfiles%\Microsoft Games\, then all a user would have to do to get around the rule would be to install Microsoft Flight Simulator into a location other than the \Microsoft Games\ folder.

There is a way to prevent path rules from being circumvented as easily. Typically, when an application is installed, data related to the application is written to the HKEY_LOCAL_MACHINE\SOFTWARE portion of the registry. If you can find a registry key that contains the installation path to the application, you can specify that registry key in a path rule. By using a registry path instead of a file system path, you are effectively telling Windows that the application could be installed anywhere, so you want to pull the application’s path from the registry rather than referencing it directly.

To see how this works, let’s go back to our example in which someone in the organization has Microsoft Flight Simulator installed. Microsoft Flight Simulator, like most applications, stores its set-up path in the registry. The location is HKEY_LOCAL_MACHINE\SOFTWARE\Microsoft\Microsoft Games\Flight Simulator X\1.0. The name of the registry key containing the set up path is SetupPath, as shown in Figure B.
Most applications list their installation path in the Windows registry.

If you wanted to create a path rule that blocks this application based on the installation path listed in the registry, the path portion of the rule would look like this:

```
%HKEY_LOCAL_MACHINE\SOFTWARE\Microsoft\Microsoft Games\Flight Simulator X\1.0\SetupPath%
```

Notice that the registry path contains a percentage sign on both ends.

There are a few other things that you can do with path rules. You can create path rules that reference UNC-based paths. You also have the option of blocking individual files or file extensions.

I mentioned earlier the importance of rule precedence. Some types of path rules automatically take priority over other types of path rules. Specific path rules take precedence over general rules. The order of precedence is as follows:
Path Rule | Example
--- | ---
A specific file | C:\folder1\folder2\filename.ext
A file extension in a specific location | C:\folder1\folder2\*.ext
Globally blocking a file extension | *.ext
Blocking a sub folder | C:\folder1\folder2\
Blocking a root level folder | C:\folder1\ 

If a registry rule is used, its precedence is based on the path specified within the registry.

Network Zone Rules

A network zone rule is the least powerful of all the software restriction policy rules. A network zone rule allows you to allow or restrict an application based on its location.

Microsoft extended network zone rules in Windows Server 2008 so that they could be applied to any common network zone. In Windows Server 2003, network zone rules were called Internet Zone rules, and were only used to determine whether or not a Windows Installer package (an .MSI file) that was being downloaded from the Internet should be allowed to run.

In spite of any improvements that Microsoft has made to Network Zone Rules, Network Zone rules simply don’t work very well, and their use is generally discouraged.

Windows 7: AppLocker

As you can see, software restriction policies can be configured to lock down Windows desktops, but doing so in an effective manner is complex and has a high potential for administrative error. Realizing that software restriction policies have many shortcomings, Microsoft has created a new desktop lockdown feature in Windows 7 / Windows Server 2008 R2, a form of whitelisting called AppLocker.

AppLocker is essentially Microsoft’s next generation version of the software restriction policies. Like software restriction policies, AppLocker policies are implemented through group policies. The rule types that AppLocker uses are also similar to those used by software restriction policies. Microsoft now refers to certificate rules as publisher rules, and they have done away with network zone rules, but path rules and file hash rules still exist.

The primary difference between AppLocker and software restriction policies is that the tool’s underlying philosophy has changed. With software restriction policies, it was up to you to define which applications should and should not be allowed to run. In contrast, AppLocker has to be told which applications you want to allow, and everything else is denied. The reasoning behind this new philosophy is that while there are a finite number of applications that are authorized to run on a workstation, there are an infinite number of applications that are not authorized for use in your organization. That being the case, it is much easier to whitelist applications, that is to tell Windows what is allowed to run, than it is to try to block all unauthorized applications.
In some ways, Microsoft was overzealous in implementing this new philosophy. When Windows 7 is initially installed, there are no AppLocker rules, which means that no applications are restricted. When you create the first AppLocker rule though, Windows locks down any executables that you have not specifically allowed to run. In fact, you even have to give the Windows operating system permission to run. If you create AppLocker rules incorrectly, you can lock yourself out of Windows.

Besides the potential for locking yourself out of Windows, AppLocker also has some major compatibility issues that you need to be aware of. Being that AppLocker was initially introduced in Windows 7 and Windows Server 2008 R2, it means that earlier operating systems such as Windows XP and Vista will ignore AppLocker rules. It also means that if you want to push AppLocker rules to your Windows 7 workstations, you will need domain controllers that are running Windows Server 2008 R2.

Another important thing to know about AppLocker is that even though it is technically the next generation implementation of software restriction policies, AppLocker and software restriction policies are not fully compatible with each other. For example, suppose that you are presently running Windows Server 2008 on your domain controllers, and you have some software restriction policy rules in place. Upgrading to Windows Server 2008 R2 won’t cause your software restriction rules to be converted into AppLocker rules. Instead, your software restriction policy rules will exist in parallel with any AppLocker rules that you create. When users authenticate into the network, AppLocker rules will be applied to anyone who is running Windows 7, while software restriction policy rules will be applied to any user who is running Windows XP or Vista.

Although you have to be careful when using AppLocker, AppLocker is far superior to software restriction policies, and includes some very welcome new features. For example, unlike software restriction policies, AppLocker differentiates between various types of executables. For instance, you can create different sets of rules for executables, scripts, and for Windows Installer packages.

Another nice thing about AppLocker is that you can tell it to automatically create a set of rules that allows every application that is currently installed on the system to continue to be used. This means that an organization can set up a PC that adheres to the corporate security policy regarding authorized software, and then create a set of AppLocker rules that can be used across the organization.

**Final Thoughts on Software Restriction Policies and Windows 7 AppLocker**

As you can see, each type of policy rule has its strengths and weaknesses, and some rules can be easily circumvented. If you’re going to use software restriction policies in your organization, then it usually works best to use a combination of rule types. The main problem with using multiple rule types is that it is possible for rules to be contradictory. Therefore, it is important to establish rule precedence so that Windows knows how to deal with any contradictions that may occur.

Probably the biggest problem with AppLocker and software restriction policies aside from complexity, is that your rules must be managed through the Group Policy Editor. Because the Group Policy Editor is a catch-all tool for working with all different types of group policy objects, it lacks the management features that would make it more useful as a desktop lockdown tool. For example, the existing interface does not have a way of automatically discovering new applications on the fly.
There is also no easy way to provision new applications. Yes, it is easy to create an exception that would allow an application to run. The problem is that you must take a look at rule precedence to make sure that the exception will be effective. You must also make sure that the exception policy is designed in such a way that it does not interfere with any other rules that you have already established. In doing so, you must be careful not to create an excessive number of rules, as doing so can diminish Windows’ performance.

The Windows Terminal Services

One way that many organizations are attempting to gain tighter control over the end-user experience is to implement the Windows Terminal Services. In case you’re not familiar with the Windows Terminal Services, it is a type of Windows Server deployment in which all applications run on the terminal server rather than on the user’s workstations. The users rely on either a PC or a terminal to establish a session with the terminal server. Windows uses the RDP protocol to transmit screen images from the server to the user, and to transmit keyboard and mouse inputs from the user to the server.

When it comes to locking down desktops, a terminal server deployment initially seems ideal. After all, all of the applications are installed on the server, and only the system administrator has the rights to install additional applications or to remove existing applications.

The one major problem that I often see with Terminal Services deployments in regard to desktop lockdown is that some administrators develop a false sense of security and completely neglect the user’s desktops. The logic behind this is that everything is running on the server, so why worry about the desktops?

While it is true that all applications are running on the server, this is only the case after the user establishes a session with the terminal server. Up to that point, the user’s workstation functions just like any other PC. Typically, the workstation runs a Windows operating system as well as the client software that is used to attach to the terminal server. While the end users are not usually able to install unauthorized applications onto the terminal server itself, there may not be anything stopping them from installing applications onto their individual PCs.

One thing to bear in mind about the terminal services is that users are not required to authenticate until after a terminal server session has been established. What this means is that the workstations do not even have to be domain members. Earlier I talked about how software restriction policies could be used to regulate the contents of workstation hard drives. Keep in mind that software restriction policies are nothing more than group policy objects. Group policy objects are applied by domain controllers to users and computers connected to the domain. If a workstation is not a member of a domain, then none of the group policy objects that you establish will apply to that workstation (although it is possible to create a local security policy).

My advice is that if you’re going to run a Terminal Services environment, then use terminals rather than PCs as user workstations. If terminals simply are not an option, then you need to consider making the workstations domain members or investing in third-party desktop lockdown software.
The File System Resource Manager

The File System Resource Manager was actually introduced in Windows Server 2003 R2, but was not highly publicized. This tool remains virtually unchanged in Windows Server 2008. The File System Resource Manager is the closest thing that the Windows operating system has to a file analysis and reporting tool.

The File System Resource Manager acts as both a policy enforcement tool and as a file system reporting tool. At first, this probably sounds like the perfect tool for locking down a file system, but as you’ll see in a moment, this tool is not appropriate for locking down desktops.

From a policy enforcement standpoint, the File Server Resource Manager works by using file screening technology to prevent certain types of files from being stored in designated locations. For example, you could use file screening to prevent users from storing executable files within their home directories.

Microsoft has even gone through the trouble of creating file groups that define various file types. If you look at Figure C for example, you’ll see that the File Server Resource Manager contains a file group named executable files. This file group tells Windows which file extensions are considered to be executable. That way, if you wanted to restrict executable files from being stored in a specific location, you would simply select the File Screens container and create a new file screen. When creating the new file screen, you would pick the location that you want to protect and the file types that you want to block. In this case that would mean choosing the Executable Files group.

Figure C

The File Server Resource Manager allows you to restrict files based on file type.
The File Server Resource Manager also allows you to generate a wide variety of reports. Among the reports that you can generate are a file screening audit and a report of files by file group. The report of files by file group is especially useful because it allows you to view all of the executable files within a specific location.

As I said earlier, the File Server Resource Manager initially seems ideal for securing a file system. However, there are two primary problems with this tool that make it impractical for desktop lockdown. The first problem is that the tool is easily overwhelmed. As you can see in Figure D, the tool will only report the first 100 files in each file group.

Figure D

The File Server Resource Manager’s Files by File Group report only displays the first 100 files in each file group.

The other major problem that is even more of an issue is the fact that this tool is designed to lock down the file systems of servers, not workstations. This tool is great for locking down file servers, but is powerless to lock down desktops.
In spite of its weaknesses, the File Server Resource Manager is an effective tool in situations in which a group policy setting is being used to redirect a user’s profile folders onto a file server. In situations like this, it would be easy to use file screening to make sure that users are not placing executable code into their profile folders. You could also use the File Server Resource Manager to generate reports of what file types actually exist within the various folders.

**Preventing Device Installation**

Another new feature in Windows Server 2008 that can help in the fight against unauthorized software is a new set of group policy settings that allow an administrator to prevent users from installing removable storage devices. The reason why this feature is important is because of the ubiquitous nature of USB flash drives and other USB storage devices.

Without these group policy settings, users could potentially place executable code onto a USB flash drive on a computer at home. They could then bring that USB flash drive into the office, plug it into their workstation, and copy the code to their hard disk. The new group policy settings in Windows Server 2008 can be configured to prevent anyone other than administrators from using external storage devices.

This feature, shown in Figure E, can go a long way in protecting your organization against unauthorized software, but it does have its shortcomings. For example, a user could still bring executable code into the organization by downloading it from the Internet. Being that Windows Server 2008 does not appear to have a mechanism for detecting new executable code, preventing the use of removable storage devices will only go so far in protecting the organization.

**Figure E**

Windows Server 2008 contains group policy objects that allow you to restrict the use of removable storage devices.
Trusted Software Approval

The term graylisting is usually associated with anti-spam software. When it comes to anti-spam software, there are whitelists of approved senders and blacklists of senders from whom you never want to accept mail. The idea behind graylisting is that any sender who has not previously sent a message to the recipient, and who is not listed on a whitelist or a blacklist, is graylisted. This means that the sender is not trusted until the message is proven to be trustworthy, but the sender is not immediately blacklisted either. Instead, the mail server returns a code to the sender indicating that the server is too busy to accept the message. Legitimate mail servers will automatically resend the message later, whereas most automated mailing list applications won’t. If the sender does send the message again later on, it is assumed to have come from a legitimate source and is accepted.

I don’t want to get into a discussion of anti-spam-related graylisting, because spam control is beyond the scope of this paper. I mention it because similar graylisting techniques can be applied to applications.

Think about the applications on your workstations for a minute. There are applications that need to be able to run, such as Microsoft Office, or maybe Adobe Acrobat Reader. These are applications that were installed by the IT staff, and can therefore be thought of as whitelisted applications.

On the other hand, there are applications that you know for sure that you never want to run on your workstations. Some examples of these types of applications might include games or peer-to-peer file sharing applications. These can be thought of as blacklisted applications.

Finally, there are the executable files that show up on workstations every day that the IT staff did not install. These can be considered to be graylisted applications, because until you check to see what they are, you really don’t know if those applications should be allowed to run or not.

With this type of definition, it’s easy to think of graylisting as simply quarantining any new executable files that have not been specifically approved. That really isn’t the idea though. Earlier when I talked about the requirements for an effective desktop lockdown solution, I mentioned that one of the requirements should be that the solution should not place a huge burden on the IT department. If graylisting were just a matter of quarantining executable code until an administrator could approve it, then the process would place a huge burden on the IT department.

Imagine for example that you have a carefully orchestrated set of software restriction policies in place that block any executable file that has not been specifically approved. Now imagine that a critical patch is released for one of your applications. The patch can’t be applied because your software restriction policies are blocking it. In this type of situation, an administrator would have to go into the software restriction policies and write an exception rule that allows the patch to run. Of course they would have to be careful to write the rule in a way that wouldn’t compromise any of the other rules.

Adding exception rules when necessary can be done, but it is a lot of work, and you run the risk of accidentally circumventing existing rules. That’s why process graylisting isn’t just about quarantining executable files until they are approved.
If you think back to my description of e-mail graylisting, you will recall that when a message was received from an unknown sender, the server returned a “server too busy” error to test if the sender’s mail server would resend the message. The network administrator does not have to manually flag each sender as either being a legitimate sender or a spammer. Instead, the anti-spam software uses a test to determine if the sender is a spammer or not.

Just as anti-spam graylisting involves a test, so too does process graylisting. The administrator can define a series of tests for new executables. New executables can then be either approved or banned automatically based on the outcome of the tests. This automatic approval process frees the IT staff from the burden of having to manually approve or ban each executable file that comes along.

Because process graylisting capabilities are not built into the Windows operating system, it means that you will not be able to implement process graylisting through group policies. In a way this is a good thing, because it means that you will not be affected by limitations in the Group Policy Editor.

Instead, software publishers wishing to implement process graylisting capabilities in their products would likely have to rely on placing an agent on each workstation since graylisting policies cannot be pushed out as a part of the group policy. The agents would likely be used to relay information about executable code to and from a server running a software approval application.

One of the nice things about using this approach is that it means that software publishers creating such an application could develop a very comprehensive management console that takes advantage of the underlying architecture. At a minimum, such a management console could probably be used to perform software audits and inventories and to generate reports based on those functions. I’m sure that such a console would also allow administrators to perform manual point-and-click approvals if necessary.

A nice side effect of having an agent monitoring the contents of workstation hard drives is that the chances of malware infections are greatly reduced. Malware code must execute in order to do any damage. If an agent is monitoring workstation hard drives and preventing new code from executing until it has been proven trustworthy, then theoretically no malware would be allowed to run.

Since all of the agents communicate with a centralized management console, it could even be possible for software publishers to include a panic button in the management console. This panic button could be used to instruct the agents not to allow any code (approved or otherwise) to run, as a response to a zero-day malware attack.
Conclusion / Recommendations

Of the various desktop lockdown solutions that are available, process graylisting is the only one that seems practical.

It is possible to lock down a desktop using a combination of software restriction policies and NTFS rights manipulation, but doing so leaves a great deal of room for error. These techniques also lack the flexibility that would allow them to automatically adapt as an organization’s needs change.

Although rights management and software restriction policies are capable of locking down workstations, Windows lacks a built-in software inventory utility. Without such a utility, there is no centralized way of checking to see which executable files exist on the desktop machines without performing some sort of manual search.
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